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ABSTRACT 

The goal of this work is to examine formal methods, their analogies, trends, environments, verification requirements, and 

their applicability to software engineering. The term "Formal Methods" describes approaches and tools that are 

rigorously mathematically used in the specification, design, and verification of software. In order to hasten the creation of 

requirement-based test cases, it also suggests a framework for a solution that uses formal methods. In addition, this 

addresses potential applications for this technique in a typical software development life cycle (SDLC). Also given are a 

few recommendations for certain formal method techniques that can help with partial or full automation of the auto 

generation of requirement-based test procedures or test scripts. 
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1. INTRODUCTION 

When compared to its other traditional engineering rivals, such as civil and mechanical engineering, software as a subject 

is only a little over three decades old, making it quite young and relatively less developed [1]. In addition, programmers are 

fallible people who make mistakes. Many proficient programmers spend up to half of their time finding and correcting 

mistakes that they and their team members made in the other half. Most programming languages and tools don't actually 

have error-proofing built in. It is not unexpected that software products frequently arrive behind schedule and with 

functionality that needs years to develop in order to satisfy the needs of the original client. It gets more and harder to track 

requirements as they inevitably evolve, as well as changes to the environment where software is used [2]. Even today, 

software engineering is still mostly done as an art rather than a science, which likely explains why, in contrast to its 

counterpart goods in traditional engineering, very few software products in the current market place are guaranteed for an 

extended period of time. 

The modelling and mathematics used in software definition, design, and verification are referred to as "formal 

methods." The development of theories and technologies to support these tasks is the main focus. An engineer can use it to 

write specifications that are more thorough, consistent, and clear than those made using traditional or object-oriented 

techniques. Logic notation and set theory are used to construct a precise explanation of facts (requirements). The validity 

and consistency of this mathematical definition can subsequently be demonstrated by analysis. For the past ten years, 

Airbus has used SCADE to develop DO-178C Level A controllers, such as the Flight Control Secondary Computer and the 

Electric Load Management Unit, for the A340-500/600 series [3].The specification is intrinsically less confusing than 

informal means of expression because it is constructed using mathematical language. The techniques are "formal" in that 

they are accurate enough to be used with computers. With the use of these methods, we may create specifications and 
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models that, at different degrees of abstraction, define all or a portion of a system's behaviour and use them as input for an 

automated theorem prover. A report on where discrepancies are found may be the product of requirements engineering, 

which may have as its input a collection of incomplete specifications. A specification and a design step may be the input 

for design, and the output may be "Yes, the design step is consistent with the specification" or "No, and here's why not: ". 

A specification and a desired system behaviour attribute may be the inputs for verification, and the output may be "Yes, the 

property is a consequence of the specification." or "No, and here's why not:. According to a US Small Business 

Association report from 2002, the software industry itself was only worth $220 billion. Even today, software engineering is 

still mostly done as an art rather than a science, which likely explains why, in contrast to its counterpart goods in 

traditional engineering, very few software products in the current market place are guaranteed for an extended period of 

time [4]. 

As its name suggests, the Requirement Maturity Index (RMI) is a metric used to assess the degree of trust in the 

requirements definition procedure [8]. This is not a quality control measure, rather a quality assurance activity. We might 

increase trust in the maturity and completeness of the requirement in an objective manner by enforcing a few toll-gate 

checks during the requirement review process, including the model checker and theorem provers report (Formal 

techniques). Before a need is flowing down to the design phase, it may now be able to measure its maturity thanks to 

formal approaches. Even if the computed RMI is low, employing formal methods would clearly show the problems in the 

requirement document that need to be fixed (by producing a counter-example) to enhance this score objectively. 

 

Figure 1: Recommended Structure. 
 

2. LITERATURE REVIEW 
2.1 Comparing it to Engineering Mathematics 

Engineers in more conventional engineering fields (like civil or mechanical engineering) create mathematical models of 

their designs and utilise calculations to determine whether the design satisfies its requirements when placed in the context 

of a modelled environment. For the purposes of behaviour modelling, exploration, and debugging (/refutation), these 

mathematical models are utilised in the design loop. Also, these model artefacts will serve as reliable proof for the 
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certification of these goods. But first, it must be confirmed that the model accurately captures the design, that the design is 

executed appropriately, that the environment is accurately modelled, and that calculations are carried out without error [6]. 

Formal Logic is the name given to the same concept when it is applied to computational systems. In a nutshell, it 

is a subfield of computer science that deals with computational applications of applied mathematics. The models are 

logical systems that contain formal descriptions of all represented actions. Additionally, the majority of the calculations 

can be automated with this representation using automated deductions from a number of formal techniques, such as 

theorem provability, model checking, static analysis, etc. 

2.2 Analogy with Simulation, Testing, and Other Formal Techniques 

A model of the system that is specifically created for execution rather than analysis is also taken into account during 

simulation. Tests take into account the real thing. Both depart from formal techniques in that they focus on a small number 

of potential behaviours. Verification by extrapolation from partial tests is valid for continuous systems, but it is invalid for 

discrete systems, leaving us with no other option but to make statistical projections, which is very expensive. In addition, 

testing is typically utilised for debugging rather than verification in programmes.  

Formal methods of tracking requirements are built on a mathematical approach to the specification, development, 

and verification of software and hardware systems. The use of widely accepted notation can be considered a formal 

approach, as can the full formality of theorem proving or automated deduction, the most advanced branch of automated 

reasoning at the moment. Automated reasoning (AR) is a technique for having computer software proves mathematical 

theorems [7]. 

2.3 Practical Obstacles 

Although there has been some modest progress in using formal approaches with software, it is still not being fully utilised. 

A significant barrier is the widespread perception among software engineers that formal notations and formal analysis 

techniques are difficult to understand and apply. Additionally, formal approaches' scalability and cost-effectiveness are 

frequently seriously questioned by software developers. The absence of two aspects typical of hardware design 

environments in practical software development is another factor contributing to the modest influence of formal 

approaches. Initially, to specify their designs, hardware designers typically utilise one of a select few languages, such as 

Verilog or VHDL [8]. In contrast, software development rarely employs exact specification and design languages. Second, 

incorporating a formal technique, such as a model checker, into a hardware design process is comparatively easy because 

other tools, like as simulators and code synthesis tools, are already a standard part of the design process at many hardware 

organisations. In contrast, there are no standardised software development environments in the field of software 

development. Defining the requirements and compliance to meet the safety aspect of the systems often pose major 

challenges and are mandated by industry standards and certification agencies. The conference article titled “Control 

System Software Execution During Fault Detection” presented at 2022 6th International Conference on Intelligent 

Computing and Control Systems and published in IEEE discuss the safety aspect of the system and its protection [18]. The 

reliability aspect of the system is an important factor to be considered in requirements and define them in the early stage. 

The article titled “Framework for Data Management System to Assist Aircraft System Maintenance” discuss about the 

framework and defines the predictive system to improve the reliability of the system [19].  
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2.4 A Major Obstacle in Formal Methodologies

Each great challenge's main motivation for being created and announced is to enhance a particular field of science or 

engineering. A great challenge is an agreement by a sizeable portion of the scientific commun

endeavour that has been determined to be worthwhile and doable by a group effort within an anticipated timeframe. In 

order to do this, Tony Hoare, Principal Researcher at Microsoft Corporation, revived an old grand challenge aimed 

developing and applying a "Verification Compiler," which ensures a program's correctness before it is even performed [9]. 

In order to emphasise a dedication to the typical objectives and procedures of scientific research, this major challenge was 

covered at the conference titled "Verified Software, Theories, Tools and Experiments," sponsored by the International 

Federation of Information Processing (IFIP), held in Zurich, Switzerland, in October 2005 [10].

This is an excerpt from Tony Hoare's lecture, "Z

his two main goals for tackling this enormous task.

3. METHODOLOGY 

An excerpt from John Rushby's talk, "Tutorial Introduction to Modern Formal Techniques," is shown in figure 2 [5]. As a 

result, these four separate planes can be used to conceptualise the applicability of formal methods:

• Interactive proofs of theorems 

• Automatic Proofs of Theorems (based on abstraction)

• Model Validators  

• Hidden Formal Techniques 

 

Interactive Proofs of Theorems 

A branch of computer science and mathematical logic called interactive theorem proving investigates strategies for 

creating formal proofs with the use of computers. This requires a proof aid of some kind, such as

or other interface, via which a person can direct the search for proofs, the information for which is stored in a computer's 

memory and some of which are provided by the computer.

Interactive theorem provers need human input in
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be reduced to little more than a proof checker, requiring the user to formally provide the evidence, or it may be possible fo

important proving activities to be carried out automatic

interesting and challenging theorems, including those that have long confounded human mathematicians, interactive 

provers are employed for a variety of tasks. These accomplishments, nevertheles

issues typically calls for an experienced user [11].

Automatic Proofs of Theorems (Based on Abstraction)

Automated theorem proving, often known as automated deduction, is the process of having computer software prove

mathematical theorems. The most developed area of automated reasoning at the moment is ATP (AR). The user must state 

the theorem, put it in a form that can be solved, and typically adjust certain parameters so that the theorem proving solves 

the problem in a fair amount of time after the computer has given it to them [12]. Example: Ices

Model Verification 

Model checking in computer science is the process of automatically determining whether a system model conforms to a 

given specification given a model of the system. The specification typically includes safety requirements such the absence 

of deadlocks and other similar critical states that can result in the system crashing. These systems are either hardware or 

software systems. 

Figure 3: 
 

The most effective method that has emerged for verifying requirements is model checking. It is helpful to model 

check a downscaled instance before demonstrating the general case of a theorem [13]. But, incorporating model chec

into a general case proof is a more intriguing combination. Because the search space is bounded and we are aware of its 

structure, model checking is both efficient and safe. Example tool: 1.

Formal Invisible Techniques 

Model As comparison to traditional (Interactive Theorem Provers) formal verification, checking for refutation and for 

verification (through automated abstraction) imposes a substantially lower adoption hurdle. The barrier is still present, 

though. Therefore, efforts are being made to remove formal methods from traditional tools and to offer a graded sequence 

of formal analysis technologies, starting with extended type checking and progressing through approximation and 

abstraction to model checking and theorem proving, in or

users [14]. 

4. RESULTS AND DISCUSSIONS 

The study "Formal methods: Practice and Experience" by Jim Woodcock from the University of York, Peter Gorm Larsen 

from the Engineering College of Aarhus, Juan Bicarregui from the STFC Rutherford Appleton Laboratory, and John 
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Fitzgerald from Newcastle University describes the state of the art in the industrial use of formal methods with a focus on 

their rising use at the earlier stages of specification 

past 20 years was this one. The excerpt from their published paper that follows offers a more recognisable and practical use 

of formal methods in the computational world.

A structured questionnaire was used between November 2007 and December 2008 to collect information on 62 

industrial projects across a variety of industry segments, including transportation, defence, and consumer electronics that 

were known to have used formal technique

projects that were surveyed originated in Europe, North America, South America, Australia, and Asia (in decreasing 

order). 

 

The assessment took into account the wide range of formal verification techniques being used in practise.

Figure 5

 
The survey's undisputed findings indicate a significant improvement in the quality of the work product (92%), 

with no examples citing a decline in quality. Among the explanations given are: 

• Early fault discovery (36%). 

• Design enhancements (12%),  

• Enhanced accuracy confidence (10%), 

• Enhanced understanding (10%),  

• Additional issues (4%). 
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Five times as many projects reported lower costs as higher costs out of the 44% of the projects surveyed that had 

data on the expenses associated with formal methodologies. 

• The cost rise was largely caused by a lack of exact, comprehensive knowledge regar

visible behaviour of the software product, among other factors. Applying formal specification and formal 

verification was reasonably simple once the needed behaviour was made obvious.

• Annotating the code with pre- and post

was simple to demonstrate the relationship between the annotated code and the abstract specification of the 

desired behaviour once the annotated code was available [16]. During the sec

were fixed and additional annotations were added. The abstract specification and necessary security features 

barely changed throughout this procedure.

On the whole, the effect on how long the work took to complete was favo

three times as many people reported a decrease [17]. Many replies stated that it was impossible to assess the impact on 

time spent, while a few did mention longer specification times, which may or may not have been o

integration and testing times later on. 

5. CONCLUSIONS 

In contemporary software development practise, the execution and monitoring of tests are largely automated. But creating 

test cases has always been a labour-intensive manual 

using formal methods in industry-scale projects than it is now, as more and more certification standards are beginning to 

accept and appreciate the inherent potential of these techniques (lik

fascinating topic in this field since it can lower testing costs and possibly raise testing quality. Also, it is an "invisibl

of formal methods, which presents a significant potential to lower the 

pilot projects are encouraging, and if they are used wisely, we can assume that the software costs will be reduced by at 

least 40–50% and that the time to market will be shortened by at least 20
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